**第8章 函数和函数式编程**

函数最重要的目的是方便人们重复使用相同的一段程序，它可以对程序进行结构化处理， 将一些特定功能的代码，巧妙地封装成一个方便管理的代码块，这些操作的代码隶属于函数。 后期在开发过程中，一旦想实现相同的操作，只需调用函数名就可以，而不需要重复复制大量 的代码，这样不仅节省了空间，也提高了编码效率。
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在学习本章内容之前，其实我们已经接触过了一些函数，比如使用pm<)函数输出结果。 函数是组织好的，可重复使用的，用来实现单一或相关联功能的代码段。它的作用主要体现在 两方面：

**1.**提高应用鮑模媛雄，最小化代醯冗亲

在计算机编程中，经常有一些逻辑算法需要打包，从而使其能够在不同的地方不止一次地 使用。函数允许整合这些代码，并将这些代码在整合之后可以多次使用。在Python程序中，函 数不仅可以提高程序的模块性，最大程度的减少代码冗余，而且为后期代码的维护节省了不少 时间。

**2.**流程駒分解

使用函数可以将整个流程分隔为一个一个子任务，这样后期只要将这些子任务实现，就完 成了整个流程。例如，将食物放进冰箱这个程序，我们可以分解为三个子任务：

(1)打开冰箱。

(2 )将食物放入冰箱。

(3)关闭冰箱。

然后使用函数分别实现这三个子任务即可。

本章将介绍如何自己编写函数，并且可以让这些函数使用起来和内置函数一样，可以传递 值，可以返回值，实现期望的功能。
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在Python中，你可以定义一个自己想要功能的函数，自定义函数的语法格式如下所示。

def函数名(［参数］):

"函数\_文档字符串叫

函数体—

return ［表达式］

关于上述语法格式的介绍如下所示。

•函数代码块以d©f关键词开头，后接函数标识符名称和圆括号()。

•任何传入参数必须放在圆括号中间，圆括号之间可以用于定义参数。函数参数可以有多 个，也可以没有，但圆括号要保留。

•定义函数的冒号后面，第一行语句可以选择性地使用文档字符串，专门用于存放函数 说明。

-函数内容以冒号起始，并且缩进。

0 return ［表达式］结束函数,选择性地返回一个值给调用方。不带表达式的return相当于 返回None。Python中的函数允许没有返回值,也就是不用return。当然,return也可以 返回多个值，以逗号分隔，相当于返回一个元组。如果wturn后面没有返回值，函数将 自动返回None, No眼是Python中的一个特别的数据类型，表示什么都没有

默认情况下，参数值和参数名称是按函数声明中定义的顺序匹配起来的。

下面是自定义的一个函数，用于计算两个数的乘积，示例如下：

def fun\_test(azb):

return a\*b #使用return将a\*b的结果返回

上述代码的相关介绍如下所示。

(1 )使用def这个关键字通知Python：在定义一个函数，funjtest是函数名。当Python运 行到def语句时，它会生成一个新的函数对象，并将其赋值给函数名。

(2)括号中的a, b是函数的参数，是对函数的输入。

(3 )关于冒号和缩进,我们已经在循环和选择语句中见过,它表7K的是隶属关系。

(4)匆\*b是函数内部进行的运算。

(5 ) return a\*b用于将a\*b的运算结果返回,也就是输出的功能。

(6 )当Python程序代码包含注释时，编译器会跳过注释。

観22 囑魇 "

定义好函数之后，就可以在后面程序中使用这一函数。函数的调用非常简单，只需要使用“函 数名()”即可，例如歹调用上述fun\_test()函数的格式如下所示。
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图8-1函数调用过程

在调用函数时，我们还可以传递不同类型的值， 示例如下：

>>> fun\_test(? x \* 7 6)

\* XXXXXX \*

这次和上次调用相比，函数的作用完全不同，这次调用中，我们将一个字符串和一个数字 传递给為和b，它们相乘的结果是一个新的字符串。乘号\*对数字和序列都有效，这些都在前 面有过相关讲解。

Pythoii自带了很多在线的模块资源，它们提供了丰富的功能，当我们使用这些模块时，如 果每次都去网上查找，势必会耗费很多时间，结果也不一定准确。

这里，给大家讲一下Python自带的查看帮助功能一hEp()命令，它可以快速准确地找到 指定模块或者函数的使用方法。例如，我们使用help()查看input函数的使用方法，查看命令 如下所示。

help (input)

此时，我们可以直接看到input()函数的相关说明，具体如图奖所示。
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图8-2使用help查看input函数

在团队开发中，面对众多自定义函数，如果希望自己的函数调用时，也能通过help()命令 快速准确查询函数的功能或者使用方式，就需要我们在定义函数时，增加函数的相关说明。前 面讲过，函数的第1行语句可以使用字符串来存放函数说明，接下来，我们自定义一个函数， 并使用help()命令验证是否能得到该函数的说明。

>>> def sum(arb):

"该函数用于两个数的求和操作"

*..。* return a+b

查看结果如下所示。

Help on function sum in module main :

sum(az b)

该函数用于两个数的求和操作

(END)

后续讲解函数的参数传递时，会提到形参和实参两个名词，这里，先来对形参和实参进行 一个简单介绍。

(1)形参，全称是“形式参数”，它是在定义函数名和函数体时使用的参数，目的是接 收调用该函数传递的参数。

(2 )实参,全称是"实际参数”，它是在调用时传递给函数的参数，即传递给被调用函数的值。 实参可以是常量、变量、表达式、函数等，它不管是哪种类型，在进行函数调用时，必须具有 确定的值，这些值会传递给形参。

下面看一个函数，具体如下：

def sum(azb): return a+b

在sum函数中，参数a和b就是形参。此时，如果调用sum函数，需要传递两个值，例如：

sum(10\*20)

上述代码在调用wm函数时，传入了两个具体的值10和20,这两个值就是实参。实参是 形参被具体赋值之后的值，它参与实际运算，具有实际的作用。

当函数获取实参后，有的可以在参数内部将实参进行修改，有的则不能修改。能不能修改， 取决于参数的类型，并不是在函数内部对参数重新赋值就能够改变参数的值。

字符串、数字和元组是不可变的，这种类型的参数是无法被修改的(即在函数内部不能真 正改变传入的参数)。当参数是列表、字典类型时是可以修改的。字符串、数字、元组类似于 c中的值传递，列表、字典类似于c中的引用传递。

当参数是列表，而又不想修改传入参数时，可以通过创建列表的切片来传入列表的一个副 本，即当name是一个列表时，则传入name[:]来避免在函数内部将参数改变。
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假设，我们把函数看作工厂里的机器，我们往机器里面输送生产用的材料，最终机器会将 产品生产好。这里，我们可以把产品的材料看作函数的参数，把做好的产品看作函数的输出， 而生产的过程就是函数体的代码了。

例如，下面这段代码：

def work (material\_017 material\_02material\_03):

product\_01 = material\_01 + material\_02 product\_02 = product\_01 \* material\_03

这个机器在一系列指令下,使用material\_01、materiaI\_02、material\_03三种材料,生产出 T product\_0k product\_02两个产品，此时，使用冀turn可以返回给我们想要的产品，假如， 我们需要product\_02物品，那么可以使用电urn返回给我们，具体代码如下：

def work(material\_01, material\_02z material\_03): product\_01 = material\_01 \* material\_02 product\_02 = product\_01 + material\_03 return product\_02

此时，只要调用work()这个函数，就可以让机器干活，并拿到我们希望得到的物品。

result = work (17 2 3)

此时，我们会得到对应的结果((1\*2)+3)。

在前面定义函数的时候，我们已经讲过return用于返回函数值。可以说，每个函数都有一 个:return语句，如果函数没有定义返回值，那么返回值就是None, None表示没有任何值，属 于NoneType类型。下面看一段代码。

»> def fun\_test ():

。。。 print ( ? he]\_lo world5 )

>>> result = fun\_test()

hello world

>>> type(result) <class ? NoneType 5 >

另外，Python函数返回值可以是一个或者多个值，如果显式地使用fetum返回一个值，那 么该返回值类型就是对应值的类型，如果使用冀tum返回多个值，那么这些值会聚集起来并以 元组类型返回。

返回值只有一个的示例如下所示。

>>> def sum(a7b):

... c = a+b

.o. return c

»> type (sum (1,2))

<class 5 int, >

返回值有多个的示例如下所示。

»> def number (af b):

。。 return b

>>> type(number(1f 2))

<class ? tuple 1>

| 返回值个数 | 返回值类型 |
| --- | --- |
| 0 | None |
| 1 | object |
| 大于1 | tuple |

返回值个数与返回值类型的对应关系如表84所示。

表8』返回值对应类型
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之前，我们已经接触过函数的参数，它主要用于接收用户的 输入。总的来说,Python函数的参数传递方式有很多种，包括位 置参数传递、关键字参数传递、默认参数传递、可变参数传递、解包裹以及混合方式传递。下 面将结合案例对这些参数的传递进行介绍。

8.3J

先观察下面两个函数，看看什么是位置参数。

函数1：

>>> def fun\_01(xf *yf* z): .•. return *xr* y, z

>>> print(fun\_01(1, 2f 3)) (1, 2, 3)

函数2：

>>> def fun\_02(x, *yf* z):

• . . return z, xz y

>>> print(fun\_02(1f *2r* 3))

(3, 1, 2)

函数fon\_01()和ftm\_02()在定义时的参数名是一样的，并且在调用函数时传入的参数也是 一样的，但是返回的结果却是不同的。这是为什么呢？

问题就出在冀turn返回的参数位置上，当调用函数时，传入的参数位置是和定义函数的 参数位置对应的，也就是说，当调用函数传入参数的那一刻，函数的参数值已经确定了，如 x=l, y=2, z=3。至于函数输岀结果的顺序，是由冀turn返回值的顺序决定的。另外，使用位 置参数传递时，调用函数传入参数的数量，要和定义函数的参数数量相同，否则程序会出错。

8.3.2美鱸寥養敵億邏

假设某个函数的参数非常复杂，为了不让程序出错，我们可以把参数的名称与值绑定在一 起，使用参数名提供的参数叫作关键字参数。下面看一个例子：

>>> def connect(urlzport):

。。。 return 5 url is %s z and port is %s , % (url7 port)

>>> connect(url = 1wwwo itcast.cn J 7port = 5 8080 1 )

1url is [www.itcast.cn](http://www.itcast.cn7)[7](http://www.itcast.cn7) and port is 80801

使用关键字参数允许函数调用时参数的顺序与声明时不一致，因为Python解释器能够用

参数名匹配参数值。例如，下面调用connectO函数的结果与上面的结果是一致的。

>» connect (port = 1 8080 \ url = 1 www. itcast. cn \* )

1url is www.itcast.cn,and port is 80801

关键字参数可以和位置参数混合使用9但是位置参数必须要出现在关键字参数之前，例如 下面的代码：

»> def test (azbf c):

... return azb,c

>>> print(test(1rc=2fb=3))

dz 3, 2)

飢鼠舫養數獸飒値

在定义函数的时候，使用形如定19的方式，可以给参数赋予默UB (default)。如果该参 数最终没有被传递值，将使用该默认值。示例如下：

>>> def sum(azbz c=2 0):

□ . . return a+b+c

»> print (sum (10f 10))

40

>» print (sum (10,10z 10))

30

上述代码中，当我们第一次调用wm()函数的时候，并没有传入足够个数的值，参数c没 有被赋值，将使用默认值20。第二次调用函数的时候，参数c被赋值为10,不再使用默认值。
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在Python中，函数可以定义可变参数，顾名思义，可变参数指的就是传入函数的参数是 可变的，在函数中定义可变参数的语法格式如下所示M

def functionname([formal\_args,] \*argsf \*\*kwargs):

”函数—文档字符串w - function\_\_suite return [expression]

上述格式中，以星号(\*)开始的变量args会存放所有未命名的变量参数，args为元组， 示例如下：

>>> def test(\*args):

• . . print(args)

»> test (1,2,3, 'a\ fbS y

dr 2, 3, !as \*b\ !c!)

以\*\*开始的变量kwargs会存放命名参数，即形如key=value的参数，kwargs为字典。示

例如下:

>>> def test(\*\*kwargs):

。… print (kwargs)

>» test (a = 1 b = 2 f c = 3 f d = 4)

{?c?: 3, !d5: 4, : 1, ?bJ: 2} •

如果加了\*和心的参数混合使用，那么传入的顺序必须和声明时的顺序一致，示例如下:

>>> def fun(\*argsr \*\*kwargs):

.。. print(args)

,.. print(kwargs)

>>> fun(1,2,3z a = 4,b = 5)

(1, 2, 3)

{\*as: 4, ,bJ: 5}

»> fun (1,2,3)

(L 2, 3)

{}

>>> fun(a = 4rb = 5)

0

{: 4, ?b!: 5}

上述代码中，调用函数传入的参数顺序与定义时一致，如果调用函数时没有指定参数，那 么它就是一个空的元组或者空的字典。

至此，我们可以针对可变参数的定义做如下总结:

•使用\*可以将未命名的参数打包成元组类型。

•使用\*\*可以将命名的参数打包成字典类型。

8b3o5 •

上一节，我们讲解了使用\*和心，对函数参数进行包裹。这里9我们要给大家讲解如何解 包裹。所谓解包裹就是在调用函数的时候使用\*.和\*\*。需要说明的是，解包裹和可变参数的传 递并不是相反的操作，他们是两个独立的过程。下面看一个解包裹的例子。

>>> def func(af br c): ... print(a,c)

>>> args = (1,2,3) •

>>> func(\*args)

12 3

上述案例中,在调用函数fimc()的时候,使用\*是为了告诉Python,我要把args拆分为三 个元素,分别传递给a、b、Co

大家试想一下，如果在调用fiinc()时，不在wgs前面添加\*会是什么后果？我们先来测试 一下：

»> func (args)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: func () missing 2 required positional arguments: f b v and J c J 从上述报错信息可以看出，提示我们在传递参数的时候，缺少两个位置参数b和C。这是 因为如果不使用七系统会把args当作一个元素传递给函数，所以导致b和c位置参数缺失的 情况。

相应的9如果要对字典解包裹，需要在调用的时候，添加心符号，示例如下：

»> kwargs = {Ja,:lzvbJ:2z?c,:3}

>>> func(\*\*kwargs)

12 3

在传递字典kwwrgs时,字典的每个键值对作为一个关键字传递给函数fonco

前面介绍了函数参数的若干种传递方式，这些方式在定义或者调用函数时可以混合使用。 混合使用的基本原则如下：

1. 先位置参数传递。
2. 再关键字参数传递。

(3 )再可变参数传递。

无论参数采用哪种传递方式，需要仔细斟酌。下面给大家看一个例子。

>>> def test (a^b =

.时。 print(az bz d)

|  |  |  |  |
| --- | --- | --- | --- |
| »> | test (1) | # | 将1传递给a, b采用默认值为4,参数c和d为空 |
| 1 4 | 0 {) |  |  |
| »> | test(1,2) | # | 将1传递给a,将2传递给切参数c和d为空 |
| 12、 | .0 {} |  |  |
| »> | test (1A 2 z 3) | # | 将2传递给a和如 将3传递给c\*参数d为空 |
| 1 2 | (3,) {) |  |  |
| »> | test (1z 2 z 3 z 4) | # | 将1、2传递给a和b,将3和4传递给c,参数d为空 |
| 1 2 | (3, 4) {} |  |  |
| »> | test(a = *1)* | # | 将1传递给使用默认值4,参数c、d为空 |
| 1 4 | 0 {) |  |  |
| »> | test(a = 1,b = 2) | # | 将1传递给羽将2传递给3参数c、d为空 |
| 1 2 | 0 {) |  |  |
| »> | test(a = l,b = 2,c = | 3) # | 将1传递给为将2传递给如 将3传递给c,参数d为空 |
| 1 2 | (){ ex 3} |  |  |
| »> | test(1b = 2) | # | 将1传递给迪将2传递给b,参数c、d为空 |
| 1 2 | 0 {} |  |  |
| »> | test(1,2,b = 3) |  |  |
| Traceback (most recent | | call | last): |
| File n<stdin>ur line | | 1f in <module> | |
| TypeError: test () got multiple values for argument !b1 | | | |
| »> | test(1,2,3p 4,x = 1) |  |  |

1 2 (3, 4) {>x?: 1} :

»> test (1,2,3,4, x = 1, y = 2, z = 3)

1 2 (3, 4) {1zJ : 3, 'x\* : 1, !yr: 2) '

上面代码演示了参数不同组合的传递方式，对函数的定义而言，参数的顺序需要遵循下列 原则：

(1 )参数arg=<value>必须位于args后。

(2 )参数 \*args 必须在 arg=<value> 后。

1. 参数\*\*理必须在\*arg后。

如果调用混合传递模式的函数，参数的赋值的过程是这样的：

(I )按照顺序将args实参赋值给对应的形参。

(2 )将args^value形式的实参赋值给形参。

(3 )将多余的arg形式的实参，打包组成一个元组传递给\*argso

1. 将多余args=value形式的实参，打包组成一个字典传递给\*\*argso

:So 4递归画数

在函数内部，可以调用其他函数。如果一个函数在内部调用函数本身，这个函数就是递归 函数。我们以计算阶乘丑! =1 x 2 x 3x…x 〃为例,如果用函数fonc(n)表示,可以写成:

func(n)= n! = 1\*2\*3\* …\*(n-l) \* n = (n-1)! \* n = func(n-l) \* n

依次类推,fanc(n)用递归可以写成下列形式:

def func(n)

if n <= 1：

return 1 return n\*func(n-1)

上述fonc()函数就是一个递归函数。假设,n的值为5,那么这个函数的执行过程如图X所示。

![](data:image/png;base64,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)

图8；递归过程

从上述递归函数的例子，我们可以看出，递归函数具有如下特征:

1. 递归函数必须有一个明确的结束条件。
2. 递归的递推和回归过程，跟入栈和出栈类似。这是因为在计算机中，函数的调用其 实就是通过栈这种数据结构实现的。每调用一次函数，就会执行一次入栈，每当函数返回，就 执行一次出栈。由于栈的大小是有限的，因此，递归调用的次数过多，会导致栈内存的溢出。

在Python中，函数本身也可以作为参数传入另一函数并进行调用。示例如下：

>>> def func\_a(func):

…. print(func())

>>> def func\_b():

... return 'haha1

>>> func\_a(func\_b)

haha

|  |  |  |  |
| --- | --- | --- | --- |
| 上述代码中,将函数名fonc\_b作为参数传递给 | fiinc\_a f | [def func\_a(Juncj) 「 [ | |
| 函数ftmc\_a(),此时,参数fonc指向的是func\_b函 |  | | |  | print(func()) | 1 1  1 1  !: |
| 数体，具体如图糧4所示。 |  |  | *\ \* |
|  | def ftmc\_b (): | i  1 |
| 此时,fimc指向的是func\_b函数体,如果调用 | func\_b — ~~-► | return 'haha' |  |
| fiinc()函数，相当于执行fimc\_b中的代码，将“haha”  返回,print ( foncQ )相当于 print(?haha?)o | 图泓4 | 函数作为参数传递 |  |

上面的例子须作为参数的函数本身是没有传递参数的，下面看一个有参数的例子，具体如下:

>>> def func\_a(func^ \*argsz \*\*kwargs):

。… print (func (\*args))

>>> def func\_b(\*args):

..« return args

>>> func\_a(func\_br17 2 f 3) dz 2. 3)

上述代码中,将函数fimc\_b作为函数fimc\_a的参数传入,将函数fonc\_b的参数以元组 args的形式传入,并在调用fonc\_b时，作为func b的参数。

8 So 6 JkmAdh匿名函数

lambda()函数用于创建匿名函数。匿名函数就是没有名称的函数，也就是不再使用def语 句定义的函数。lambdaQ函数的语法格式如下所示。

lambda [argl [7 arg2z argn]] :expression '

上述格式中，u[argl [9arg29\_oargn]]n表示的是函数的参数，"expression”是一个表达式,

第8章 函数和函数式编程149 它是函数的返回值，不用写rdum。示例如下：

lambda a7 b: a + b

上述代码创建了一个两数求和的匿名函数，为了保证创建的这个匿名函数不被内存回收， 最好使用一个变量保存，这样，后期可以随时使用这个函数，示例如下:

»> sum = lambda az b: *a + b*

»> sum (1,2)

3

由于切mbda()函数的语法特点，一般只能创建简单的函数，函数的返回值只能是一个对象 或者一个表达式，它不可以像def创建的函数一样，使用if或者版等语句， [就总结：与def相比，lambda创建的函数有很多不同的地方。

(1) def创建的函数是有名称的,而lambda没有函数名称,这是最明显的区别之一°

(2 ) lambda返回的结果通常是一个对象或者一个表达式，它不会将结果赋给一个变量， 而def则可以。

(3 ) lambda只是一个表达式，函数体比def简单很多,而def是一个语句。

(4 ) lambda表达式'':〃后面只能有一个表达式,def则可以有多个。

1. 像if或for等语句不能用于lambda中，def则可以。

(6 ) lambda 一般用来定义简单的函数,而def可以定义复杂的函数。

8o7常關爾數

8o7d1 map 圖灘

map函数会根据提供的函数对指定的序列做映射。

map函数的定义如下:

map(func, \*iterables) -> map object

上述格式中，第1个参数是函数的名称，第2个参数是一个迭代类型，它返回的结果是一 个object类型。

map()函数的作用是以参数序列中的每个元素分别调用fimc()函数，把每次调用后返回的 结果保存到返回值中。

示例如下:

func = lambda x:x+2

result = map(func, [1,2f 3Z 4f 5]) print(list(result))

在上述示例中，定义了匿名函数并赋值给变量fane,接着通过map()函数把序列的每个元 素取出来，作为参数调用fimc()函数，然后把结果放到临曲中。

程序输岀的结果如下:

[3, 4, 5, 6f 7]

冋 [Ep 字 Ep Ep Ep ] function | return x+2 |

newList [「% | 4 5 *6* |7| ]

图8-5 map函数原理图

接下来，通过一张图来描述上述示例执行的 原理歹如图糧5所示。

当传入的函数需要两个参数的时候，同样需 要传递两个列表。示例如下：

result = map (lambda xz y: x+y\* [ 1 p 2"3], [4, 5, 6])

print(list(result))

#结果为

[5, 7, 9]

[亨注意:

f:广f"”

2.7)如下：

在Python 3以前,当传入的函数为None时，相当于合并参数为元组。示例(Python

result = map (None,, [ 1 f 3, 5, 7 f 9] r *[2f 4 r* 6, 8r 10]) print(result)

#结果为

[(1； 2), (3, 4) 」(5, 6), (7, 8), (9/ 10)]

如果两个序列的元素个数不一致，那么元素少的序列会以None补齐。示例(Python 2.7 ) 如下:

result = map(None, [17 3, 5, 7z 9], *[2f* 4, 6]) print(result)

#结果为 [(1/ 2), (3, 4) , (5Z 6) , (7, None) , (9, None)]

需要注意的是,在Python 2中map函数无法处理两个序列长度不一致、对应位置操作数类 型不一致的情况，一旦遇到不一致的情况，程序会报类型错误。

filter()函数会对指定序列执行过滤操作。

filter()函数的定义如下:

filter (function or Nonez iterable) -> filter object

在上述定义中，第1个参数可以是函数的名称或者None；第2个参数指的是可迭代类型， 返回值是一个object类型的对象。这里需要提醒的是，第一个参数如果是function,它只能接 收一个参数，而且返回值是布尔值(True或Fa屁)。

示例如下：

func = lambda x:x%2

result = filter (funcz [ 1 z 2f 3, 4’ 5]) print(list(result))

在上述示例中，定义了匿名函数并赋值给变量fimc,接着通过句翊()函数把序列的每个元 素取出来，作为参数调用foncO函数，然后把结果放到冀suit中。

程序输出的结果为

[1, 3, 5]

fi农r()函数的作用，是以参数序列中的每个 元素分别调用fiinction()函数，最后返回的结果 包含调用结果为True的元素。为了让大家理解 句饨r()函数的作用，接下来，通过一张图来描述 上述示例执行的原理，如图8・6所示。

图8『6分析了上述程序执行的原理。由图8-6 可知,程序把原始序列的元素执行取余操作以后， 将不能被2整除(结果为True)的元素筛选出来

seq function filter newList

[M E E Ep [p ]

I return x%2 |

I ~~I^e ]

tS 5 5]

图8-6 map函数原理图

构成一个新的列表。

*B.7.3*

reduceO函数会对参数序列中的元素进行累积。

reduce()函数的定义如下:

reduce(function, sequence[, initial]) -> value

在上述定义中，function()是一个带有两个参数的函数；第2个参数可以是序列、元组、 字符串；ini飼 表示固定的初始值。reduce会依次从sequence中取出每个元素，和上一次调用 function的结果作为参数再次调用function0

需要注意的是，ftmctionQ函数不能为Noneo在Python 3中reduce函数已经被从全局名字 空间里面移除了，它现在被放置在fonctools模块中，使用时需要先引入如下格式：

from functools import reduce

下面是Python 3中reduce函数的用法。

from functools import reduce

func = lambda xzy: x + y

result = reduce(func^ *[lf 2,* 3Z 4, 5])

print(result)

在上述示例中定义了匿名函数fonc(),接着通过reduce函数把序列的每个元素取出来,和 上次调用的结果都作为参数调用fonc()函数，最后把结果放在result中，运行结果如下所示。

15

如果在第一次调用fonction函数时为其提供了 initial参数，那么函数会以sequence中的第 一个元素和initial作为参数进行调用,在Python2.7中的示例如下:：

from functools import reduce

result = reduce(lambda x, y: x + y, [1, 2, 3/ 4]f 5) print(result)

结果如下所示。

15

sequence可以是字符串类型,示例如下:

from functools import reduce

result = reduce(lambda x7 y: x + *yr* [ \* aaf 7 \*bb1z 'cc']« J ddJ) print(result)

结果如下所示。

ddaabbcc

So 8变輦作腳域

8n8J 叠屬釁囊靈晨離變聂

变量的作用域始终是Python学习中一个必须理解和掌握的环节,下面我们从局部变量和全 局变量开始全面解析Python中变量的作用域。

所谓局部变量，指的是定义在函数内的变量，即定义在def函数内的变量，只能在def函 数内使用，它与函数外具有相同名称的其他变量没有任何关系。不同的函数，可以定义相同名 字的局部变量，并且各个函数内的变量不会互相影响。示例如下：

»> def test\_01 ():

..o num = 100

print (' test\_01 中的 number 值为 %df % number)

»> def test\_02 ():

... number = 200

…• print ( 1 test\_02 中的 number 值为 %d' %number)

>>> test\_01() test\_01 中的 number 值为 100

>>> test\_02() test\_02 中的 number 值为 200

局部变量只能在其被声明的函数内部访问，而全局变量可以在整个程序范围内访问。全局 变量是定义在函数外的变量，它拥有全局作用域。示例如下：

result = 100 #全局变量

def sum(a,b):

result = a+b # 局部变量

print (\*函数内的result的值为f , result) #result在这里是局部变量 return result

#调用sum函数

sum(100f 200)

print ( !函数外的变量result是全局变量,等于1 , result)

输岀结果为:

函数内的result的值为300

函数外的变量result是全局变量，等于100

8b8d2 global fl nooBocaB 美纜寥

当内部作用域想修改外部作用域的变量时，就要用到global和nonhsl关键字了。下面分 别对global和nonlocal的作用进行介绍。

t global

global关键字用来在函数或其他局部作用域中使用全局变量。但是如果不修改全局变量也 可以不使用global关键字° 7K例如下:

»> a = 100

>>> def test ():

".• a+=100

... print(a)

>>> test ()

Traceback (most recent call last):

File "<stdin>° r line 1f in <module>

File "<stdin>n, line 2, in test UnboundLocalError: local variable \* a1 referenced before assignment

上述程序报错，提示“在赋值前引用了局部变量a”。但是，前面我们明明是可以在函数 中访问全局变量的呀？那这里为什么会出错呢？

这就是Python与其他语言的不同之处了。在Pythoii中，如果在函数内部对全局变量a进 行修改? Python会把变量a当作是局部变量，而在进行％+=100”之前，我们是没有声明局部 变量a的，因此，程序会出现上述错误提示。

为了使全局变量生效，我们可以在函数内使用global^®字进行声明，下面，我们对程序 进行修改，示例如下：

»> a = 100

»> def test (): ... global a

a+=100

... print(a)

»> test ()

200

此时，程序不但没有报错，而且成功对全局变量a进行了修改。

2. nonlocaS 关譏字

nonlocal是在Python3.0中新增的关键字,python2.x不提供支持。使用nonlocal关键字可 以在一个嵌套的函数中修改嵌套作用域中的变量。接下来,看一个例子：

>>> def func ():

o。. count=l

•.. def func in():

count = 12 func\_in() print(count)

»> func()

1

上面的程序中，在嵌套的函数中，对变量count赋值，同样会创建一个新的变M 而非使用count = 1语句中的count,如果要修改嵌套作用域中的count,就要使用nonlocal关键 字，示例如下：

>>> def func():

o o. count = 1

... def func\_in():

.。。 nonlocal count

... count = 12

... func\_\_in ()

..。 print(count)

>>> func ()

12

上述代码中，在fonc\_in()函数中使用了 nonlocal关键字，就会告诉Python在func函数中 使用嵌套作用域中的变量count,因此对变量count进行修改时，会直接修改嵌套作用域中的 count变量，程序最后也就输出12 了。

*〔食*注意：使用global关键字修饰的变量之前可以不存在，而使用nonlocal关键字修饰的变量 在嵌套作用域中必须已经存在。
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Python中，程序的变量并不是在哪个位置都可以访问的，访问权限决定于这个变量是在哪 里赋值的。我们先来看一段代码：

»> a = 10

>» def test ():

... a = 2 0

…• print (! a 的值是 %d1 %a)

>>> test ()

a的值是20

上述代码有两个变量a,当在test函数中输出变量a的值时,为什么输出的是20,而不是 10呢？其实，这是因为变量作用域不同导致的。

变量的作用域决定了哪一部分程序可以访问哪个特定的变量名称。Python的作用域一共有 4种，分别是： ，

° L (Local)函数内的区域，包括局部变量和形参。

0 E (Enclosing)外面嵌套函数区域，常见的是闭包函数外的函数。

。G ( Global)全局作用域。

。B ( Built4n)内建作用域。

Python中变量是采用L->E->G->B的规则查找，即Python检索变量的时候,先是在局 部变量中查找，如果找不到，便会去局部外的局部找(例如闭包)，再找不到就会去全局作用域找, 再者去內建作用域中找。
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先来看一段代码，具体如下《

>>> def func():

print ( \* hello world?)

>» func () hello world.

»> func

<function func at 0xl01cb4el8>

从上述代码可以看出，使用和“fimc”大相径庭。这是因为ftmc()表示调用 fonc()函数,程序会执行函数中的代码。而“fimc”是一个变量,它引用的是一个函数块，func 在内存中的引用方式如图寥7所示。

既然ftmc是一个对象a那么它就可以在不调用的时候使用，我们将firnc赋值给一个新的 函数名fun\_new ( func\_new=func ),那么fiin new指向的也是func指向的函数块，具体如图8-8 所示。

fimc —

def func(a,b): return a+b

def fimc(a,b):

return a+b

fimc

fim\_new

图&7函数的引用 图8-8将feme赋值给一个新的函数名

此时,func new和feme指向的是同一个函数块,如果使用func\_new()调用函数应该也是 可以的，示例如下:

>>> func\_new = func

>>> func\_new

<function func at 0xl01cb4el8>

>>> func\_new()

hello world
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闭包的概念比较难以解释，这里我们通过一个例子来说明。

def test(number\_one):

def test\_in(number\_two):

print(number\_one+number\_two)

return test\_in

上述代码中,test\_in函数就是一个闭包，它满足下列三个条件：

1. 嵌套在函数里面，test函数嵌套了 test\_in函数。

(2 ) test\_\_in中的变量是外部函数test的参数nuniber\_oneo

(3)外部函数test的返回值是内部函数test\_in的引用。

这里，我们调用一下te砒()函数，看看结果是什么样的。

>>> test(100)

<function test.<locals>.test\_in at OxlOlcd?9d8>

可能有的读者会感到诧异，为什么没有将数值计算的结果返回呢？这是因为执行test(lOO) 时，程序只调用了翊t()函数，并没有调用testjn()函数。而fest函数的返回值是函数test\_in的 引用，所以结果也就是一个引用值。调用翊f函数的过程如图&9所示。

test(lOO)-—调用\*

def test(number\_one)

def test\_in(number\_\_two) prmt(n.iimber\_\_one+nimiber\_two) return test in

返回

X

图8-9调用test()函数

如果希望调用test\_in()函数，输出print语句中的结果，可以将test()函数返回的引用赋给 一个新的变量，然后使用()调用，示例如下：

>>> test\_new = test (100)

>>> test\_new(100)

200

上述代码的函数调用过程，如图8J0所示。

test\_new=test( 100)—调用 test- test\_new(100)—调用 test\_in-

def test(number\_one):

a def test\_in(number\_two): print(number\_one+number\_two) return test\_in

图8」0闭包函数调用过程

假设有一个方程式*y=ax+b,*如果编写函数计算\*的值，没有闭包的话，我们需要在创建函 数的时候，传入3个参数，分别表示厶如旳 这种做法不仅需要传递较多的参数，而且代码 的可移植性也不太好。

学习了闭包，我们就可以使用闭包来完成功能，具体代码如下所示。

»> def line\_conf (a,b):

... def line(x):

•。o return a\*x+b

... return line

»> line\_one = line\_conf (1,3)

»> line\_two = line\_conf (4,5)

>>> line\_one(5)

8

>>> line\_two(5)

25

上述代码中，函数line\_conf是外部函数，a、b是函数line\_conf的参数。函数line是内部函数, *x*是函数line的参数。在line内部，我们通过line\_conf的参数a, b确定了闭包的最终形式(\*=\*+3 和戶心),我们只需要交换参数a, b,就可以获得不同的表达式,由此,我们可以看到,闭 包具有提高代码可复用性的作用。
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编者之前在知乎上看到一个很形象的比喻来描述装饰器，它是这么说的:

“内裤可以用来遮羞，但是到了冬天没法为我们防风御寒，聪明的人发明了长裤，有了长 裤后就不会再冷了。装饰器就像是这里说的长裤，在不影响内裤作用的前提下，给我们的身体 提供了保暖的功效。”

读完上面的句子，不知道大家有没有体会到装饰器的好处？好了，下面言归正传，我们开 始装饰器的学习吧。

BJOJ ft遂矗曩鑑器

装饰器本质是一个Pythoii函数，它可以在不改动其他函数的前提下，对函数的功能进行 扩充。通常情况下，装饰器用于下列场景：

1. 引入日志。
2. 函数执行时间统计。
3. 执行函数前预备处理。
4. 执行函数后清理功能。

(5 )权限校验。

(6)缓存。

先看一个简单的例子。

def func\_one():

print(1func one \*)

现在有一个需求，希望可以在函数中输出一句话，用于记录函数正在执行，这时，有人会 这样实现：

def func\_one(): print(\* func\_one \*) print(1func\_one is runningf) func\_one()

但是,如果函数ftmc\_two()、函数fonc\_three()都有类似需求,那么现在这样的做法会出现 大量重复的代码。为了减少代码重复，我们可以创建一个新的函数专门记录函数执行日志，示 例如下:

def print\_logo():

print ('函数正在运行中')

def func\_one():

print(\* func\_one1) print\_logo()

上述代码虽然可以实现功能，但是却破坏了原有代码的逻辑结构。如果要求已经实现的函 数，不能修改，只能扩展，即遵守“封闭开放”原则，那么是不允许在函数fonc„one内部进行 修改的。

装饰器可以满足上述需求。在Python中，装饰器的语法是以@开头,下面,我们写一个 简单的装饰器。

def wrapper(func):

print ( 1正在装饰\*)

def inner():

print ( f正在验证权限') func ()

return inner

©wrapper

def test():

print"test"

test ()

下面我们来分析一下程序的执行过程:

1. 当程序执行test()时,发现函数test()上面有装饰器@wrapper,所以会先执行@ wrapper。@wrapper 等价于 test=wrapper(test), 它可以拆分为两步:
2. 执行wrapper(test)9将函数名test作为参数传递给wrapper。在调用wrapper函数的过程中, 首先会执行print语句,输出“正在装饰",然后会将形参fdnc指向test()函数体,并将inner() 函数的引用返回给wrapper(test),作为wrapper(test)的返回值。具体如图841所示。
3. 将wrapper(test)的返回值赋给於st,此时须fest指向inner。函数。如图8-12所示。

![](data:image/png;base64,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)

图 8-11 执行 wrapper(test) 图 8-12 执行 test=wrapper(test)

到此,我们完成了函数test()的装饰。

(2 )调用fest()指向的函数。因为test指向的是imier()函数，所以此时，调用化必)函数 相当于调用inne『()函数，输出过程如下：

1. 输出print语句“正在验证权限”。
2. 调用fimc指向的函数体，输出"test"。

観10 口2鈴令赣鱸器 •

多个装饰器可以应用在一个函数上，它们的调用顺序是自下而上的。 下面给大家举例演示。

def wrapper\_one(func):

print ( ?--正在装饰 1-- \* )

def inner():

print (，一正在验证权限1— 1 )

func()

return inner

def wrapper\_two(func):

print ('正在装饰2--')

def inner():

print ('--正在验证权限2— \* )

|  |  |  |
| --- | --- | --- |
| func()  return inner | wrapper\_onRT | def wrappei\\_oiiG (func): |
| @wrapper\_one | inner \_\_\_\_\_ | print('—正在.羨饰1」)  F>dcf inner(): |
| @wrapper\_two |  | printC—正在.验证 ') |
| def test (): |  | iunc() |
| print ( ' test ')  #调用test,调用test之前,已经装饰过了 fl() |  | return inner |
| wrapp\_two — | clefwrapper\_;hvo (tunc):  卩而正在装饰2」) |
| 上述代码中，恍st()函数上面有两个装饰器，按照多个装 | inner-—J | —^def iiineiX):  prin.t(f-正在脸毎杈限2”') |
| 饰器从下往上的调用顺序,程序首先会执行@wrapper\_two, 再执行@wrappH\_one。下面，\_步\_步来分析程序的执行过程。  (1 )程序将 wrapper\_one、wrapper two» test 函数加载 到内存中,加载完成后如图8-13所TKo |  | func()  return inner |
|  | def test():  printf—test-—1) |
| 图843 |
| (2)testQ函数上有两个加载器，首先程序会执行@ | 将函数加载到内存 |

wrapper two,也就是test=wrapper\_two(test),执行完毕后的内存如图8-14所示。

(3)执行@wrapper\_one,也就是test=wrapper\_one(test),这个过程执行完毕后,其实, 装饰器对函数的装饰已经完成，会输出下列语句：

一正在装饰2 —

一正在装饰1 —

装饰后的函数关系如图845所示。
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图8-14执行@w2

图8-15执行@wl

(4)装饰完毕后，如果使用"顷()”语句调用坨砒函数，程序会按照从上向下的顺序运行, 最终程序的输出结果如下：

—正在验证权限1 —

--正在验证权限2 —

test

・前面我们介绍的装饰器，都是对无参数的函数进行装饰，如果要对有参数的函数进行装饰, 那么参数如何设置呢？下面先看一段代码：

>>> def wrapper(func):

.•. def inner():

…“ print ( \*开始验证权限, )

.。“ func ()

... return inner

>>> ©wrapper

.。«. def test (azb):

…• print('a = %d,b = %d'%(a,b))

»> test (lf2)

Traceback (most recent call last):

File "<stdin>", line 1r in <module>

TypeError: inner() takes 0 positional arguments but 2 were given

上述代码在执行“翊t(l,2)”时报错，提示inner()函数不需要参数，但是，我们在调用的时候， 传递了两个参数。下面我们同样画图来分析。

())执行©wrapper,等价于test=wrapper(test)9执行完毕后如图8-16所示。

1. 执行代码utest(l, 2)”，此时test指向的是inner()函数,程序会执行inner()函数 中的代码。可是，创建的函数是不需要参数的，而我们调用test时传入了两个参数，因 此程序会报错，提示不需要参数，但我们传入了两个参数。

下面对imier()函数进行修改，在创建inner()函数时添加两个参数，再次调用test()函数， 具体代码如下：

»> def wrapper (func):

e. def inner (azb):

…。 print ( 5开始验证权限\* )

... func()

o o。 return inner

>>> ^wrapper

.•。def test (a^b):

... print ( 'a = %dfb = %d \* %(az b))

»> test (1,2)

开始验证权限

Traceback (most recent call last):

File "<stdin>?,, line 1, in <module>

File n<stdin>° r line 4 f in inner

TypeError: test () missing 2 required positional arguments: \* a \* and 1b\*

程序还是报错，同样是缺少函数参数引起的错误。这是因为，在击壶此函数内部执行 fon()语句时,fonc()缺少两个参数,具体如图8-17所示。

![](data:image/png;base64,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)

图8-16执行@wl

图8-17程序报错原因分析

再次修改inner()函数,在调用fonc()时,将a、b参数传入,示例如下:

>>> def wrapper(func):

..。 def inner(a^b):

…. print ( f开始验证权限1 )

... func(a7 b) 、

o.. return inner

>>> @wrapper

.•. def test(a^b):

。… print ( ? a = %d7 b = %d1 % (az b))

>>> test (17 2)

此时，程序输出结果如下：

开始验证权限 a = 1, b = 2

上面学习的装饰器只是对两个参数的函数适用，如果无法确定函数的参数个数以及参数类 型，我们可以使用可变参数来传递，示例如下：

>>> def wrapper(func):

”\*。 def inner(\*argsf \*\*kwargs)):

…。 print ( \*开始验证权限1 )

。… func(\*args f \*\*kwargs))

。.. return inner

>>> ©wrapper

…" def test (\*argsz \*\*kwargs):

,•。 print ( ? test J )

此时，调用不同参数的函数，发现装饰器适用于不同参数的函数，示例如下：

»> test ()

开始验证权限

>>> test(1,2,3)

开始验证权限

>>> test(a=lf b=2 c=3)

开始验证权限

8J0.4

前面介绍的装饰器9都是对不带返回值的函数进行装饰，如果要对有返回值的函数进行装 饰，那么该如何实现呢？先来看一段代码：

»> def test ():

…。 return \* itheima 5

>>> result = test ()

>>> result 'itheima1

上述代码创建了一个test()函数，并使用result变量保存调用test函数后的返回值。此时， 如果我们对带有返回值的函数进行装饰，那么，调用test函数后，函数的返回值还能输出吗？ 下面编码来尝试。

»> def func (fuction\_\_name):

*。.*。 def func\_in():

... fuction\_name()

..• return func\_in

>>> @func

«, o . def test ():

• . . return 1itheima

>>> result = test ()

>>> result

程序执行后，发现此时调用test()函数，函数没有返回值，也就是None。这是因为，当使

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHIAAACAAQAAAAD//ADCAAAACXBIWXMAABcSAAAXEgFnn9JSAAABeElEQVQ4je3VP0sDMRgG8BQ63KbgUgepm7NUEOyQD+B3cPQTuBSH00WXCjoKlfgdHOQW62ilEnCTCgcK3thKKPbI9eL9ae/yPqCIk4PvEPjx5r0ngcAxc2zsYmYNzL/2NHG8tLrlzr2Q9BtXm27E0nIql7nN9HHjwFl0qoeZi4SIZ2507e83m+uu5bh2ViP5tP6wbx3GuOVTsID9//6NVbJoy4NkCS37sF+AKxc3rr4u/Xy3ItR26U6/J7Rn+aFntDd6uWelQ2+UPPf63H7oFSGsc9Kfzec+Ym3+Xt7iJ+9pVP++b1UXzKljlzqCeQUOwBIswJw6dqkncF4FDsASLMCcOokjjgy1Bg/BEizAnDqNs53G2VbgACzBAsypszjLWZzlEPwKlmAB5tR5XOk8rrQGB2AJFmBOHRvqCViDA7AECzCnnt2ucGSoQ7ACD8ECzKmLuNQfJiziUgd+a2p7vDswpL/3RPy206J2l6n3z4nHVTqv2tYP9RPcMxSozNt71gAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB0AAAAaAQAAAABj7WoaAAAACXBIWXMAABcSAAAXEgFnn9JSAAAAUElEQVQImRXMsQmAMBRF0b+Jo2S0jPJHsbbKCmITsJMUEgg+72tOdbkh6Q1oZoOV8OxwV7gEpzlMmgJfhSkYpptm0hSgUCyuMUw3zaQphkI/NRFfNj2n+cwAAAAASUVORK5CYII=)

用@fiinc对test函数装饰后,test指向了 func\_in() 函数，而函数本身是没有返回值的。程序执 行情况如图8』8所示。

在图8J8中，test指向了新的函数，原本tesfO函 数的返回值被fimction\_name接收了。因此，如果想输 出"itheima" 9需要使用Tefum语句将调用后的结果返 回。对装饰器进行修改，修改后的代码如下所示。

def func(fcniction\_name)

def testQ:

return 'itheima'

图8J8函数调用情况分析

def func(function\_name):

def func\_in():

return function\_name()

return func\_in

此时，再次调用性砒()函数，发现成功得到了返回值。

>>> result = test ()

>>> result

'itheima \*

8J0.5

通用装饰器，简单来说，就是既能对无参数、有参数的函数进行装饰，也能装饰无返回值、 有返回值的函数。基于前面对装饰器的了解，这里我们直接看一个通用装饰器的案例/

def func(function\_name):

def func\_in(\*args,\*\*kwargs):

print ( \*正在装饰, )

return function\_name(\*argsf \*\*kwargs)

return func\_in

该装饰器可以对不同类型的函数进行装饰，具体如下：

(1)装饰无参数、无返回值的函数，示例如下：

>>> @func

..。def test\_one():

*.。*• print('hello itheima\*)

>>> test\_one()

正在装饰

hello itheima '

1. 装饰无参数，有返回值的函数。示例如下:

>>> @func

.。.def test\_two():

... return 5 hello itheima1

»> test\_two ()

正在装饰

\* hello itheima\*

1. 装饰有参数，无返回值的函数。示例如下:

>>> @func

…。def test\_three (arb):

。… print ( 5 *a* = %df b = %d1 % (af b))

>>> test\_three(10f 20)

正在装饰~

a = 10,b = 20

1. 装饰有参数，有返回值的函数。示例如下:

>>> @func

…。def test\_four (af b):

... return a+b

>>> test\_four(10,20) 正在装饰

30

8J0.®

前面讲解的装饰器，都是不带参数的，这些装饰器最终返回的都是函数名。如果给装饰器 添加参数，那么需要增加一层封装，先传递参数，然后再传递函数名。下面看一段代码:

>>> def func\_arg(args):

.•. def func(function\_name):

。.。 def func\_in():

*…*. print (1 --记录日志 -args = %s \* %args)

... function\_name()

.•。 return func\_in

.昨 \* return func

»>

@func\_arg(\* haha!)

def test.():

print (" test——-\*)

»> test ()

一记录日志-args = haha

test-

上述代码中,u@func\_arg('haha\*)装饰函数test,等价于:

test = func\_arg('haha ?) (test)

由于函数fiinc\_arg的返回值是fonc函数的引用，也就是函数名ftmc，因此，上述代码等价于：

test = func (test)

看到这行代码，大家应该很熟悉了，这就是前面我们学习的无参数的装饰器。相比无参数 的装饰器，带参数的装饰器只是用来“加强装饰”的，如果希望装饰器可以根据参数的不同罗 对不同的函数进行不同的装饰，那么带参数的装饰器是个不错的选择。

8oll生戚器

BJiJ tt忽暴鎚甌器

在讲生成器之前，我们先看一个例子。

>>> a = [x\*2 for x in range (10)]

»> a

上述代码中，a是新创建的一个列表，但是，受内存限制，列表的容量肯定是有限的。如 果创建一个包含一千万个元素的列表，例如：

a = [x\*2 for x in range(100000000)]

而我们仅仅需要访问前面若干个元素，那么该列表不仅会占用很大的存储空间，而且绝大 多数元素占用的空间都白白浪费了。

其实有这么一种机制，它可以在序列循环时，只推算出我们需要的后续元素，而不必创建 完整的序列，这样可以节省大量空间，这种一边循环一边计算的机制，叫作生成器。

生成器(generator)主要目的是构成一个用户自定义的循环对象。它可以看做是一个带有 yield的函数，yield是一个关键字，一旦函数被yield修饰，Pythoii解释器会将被修饰的函数看 做是一个生成器。一个生成器中可以有多个yield。当生成器遇到一个yield时，会暂停运行生成器， 返回yield后面的值。当再次调用生成器的时候，会从刚才暂停的地方继续运行，直到下一个 yield o

下面使用生成器实现斐波那契数列。斐波那契数列指的是这样一个数列L L 2, 3, 5, & 13, 21, 34,…，也就是说，数列的前两项都为1,第3项开始，每一项都是前两项之和。 代码如下：

>>> def creat\_number():

az b = 0 f 1

... for i in range(5):

*..。* yield b

…。 *afb = bf a+b*

»> list (creat\_number ())

[1, 1, 2, 3, 5]

上述代码中，creat\_number就是一个生成器，它可以获得指定范围内的斐波那契数列，感 兴趣的读者可以尝试输出其他范围的数列。

8J1.2鎚咸器遑行飜誡

函数一旦包含了 yield,那么它就不是一个普通的函数，而是一个生成器。与普通函数返回 rduni语句后的值不同，生成器返回的是一个对象。如果我们希望得到生成器的值，需要调用 next函数或者访问 \_next\_方法(Python 3新增的)。

为了更加明显看出生成器的运行情况，下面在生成器creat\_number中增加若干行输岀语句, 具体代码如下：

>>> def creat\_number():

•… a, b = 0,1

*。*。. for i in range(5):

-… print('~~1一 ?)

-。. yield b

.。» print(,--2-- 1 )

…。 azb = b7 a+b

..。 print('一3— ')

…。 print ( \* 一stop-- ?)

使用next()函数获得生成器creat\_number的值，示例如下: 第1次调用9此时a,b=0,l

>>> result = creat\_number()

>>> next(result)

1

1 : . .「

第2次调用，此时a,b=b5(a+b)=l,l

>>> next(result)

——2——

一一3——

1

第3次调用，此时，此时a5b=b5(a+b)=l,2

>» next (result)

——2——

—3 —

第4次调用?此时a,b=b,(a+b)=2,3

>>> next(result)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAA+AQAAAABIbdUdAAAACXBIWXMAABcSAAAXEgFnn9JSAAAAaUlEQVQYlWP4//9/OxAzAHE1hP73G8r/D6Vh/O8gmuED//sDNswg/n2o+H4oXQ/VD9X3TxnNHFrT01H98f8vDn88h/rj9wEZZmR1aPQ/mDnt/+nrj34onQ+l32Olv0NopPjArg5BTwRiAAY+nVh+ee0rAAAAAElFTkSuQmCC)

第5次调用,此时a,b=b,(a+b)=3,5

>>> next(result)

——2 — 一

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAAmAQAAAACn6FXrAAAACXBIWXMAABcSAAAXEgFnn9JSAAAASElEQVQYlWP4//9/OxAzAHE1lP4Npf+j8Y+DaIYP/L8P2DAjy/9Fpf/B1LOjmUMvWh5K38dH1/yQvw/xj/x9qH/wqgfiz0AMAK4r+zi9B308AAAAAElFTkSuQmCC)

第6次调用，循环结束。

>>> next(result)

2

——3——

——stop——

Traceback (most recent call last):

File "<stdin>"r line 1, in <module>

StopIteration

不知道大家有没有看出规律？当调用next函数向生成器索要值时,生成器运行到yield之处， 返回yiEd后面的值且在这个地方暂停，所有的状态都会被保持住，直到下次next函数被调用， 或者碰到异常循环退岀。

8J1n3 yisBd .

在生成器中，如果没有免turn,则默认执行到函数完毕时返回Stoplterationo这一点特征在 讲生成器运行机制的时候，已经有所体现。但是，如果在生成器中遇到return,那么程序会直 接抛出Stopiteration异常终止迭代。示例如下:

>>> def test ():

n=0

••。 while n<10:

。。。 yield n

... n+=2

..• return

上述代码中，test是一个生成器，在生成器的末尾有一个return语句，此时，使用next函 数获取生成器的值，程序会抛岀Stopiteration异常。示例如下：

»> result=test () >>> next(result) 0

>» next (result)

#程序停留在"yield n°处，返回n的值

# 发现 return 语句,抛it Stopiteration 异常,这样 yield #语句不会再被执行

Traceback (most recent call last):

File °<stdin>", line 1f in <module>

StopIteration:

如果在冀turn后返回一个值，那么这个值为StoplMatig异常的说明，不是程序的返回值。 示例如下:

>>> def test ():

.… n = 0

..“ while n<10:

*。*。 yield n

。… n += 2

..° return '异常 ,

»> result = test ()

>>> next(result)

0

»> next (result)

Traceback (most recent call last):

File °<stdin>°, line 1, in <module>

Stopiteration:异常

箜熾麗蕊躊齢磨IS

生成器对象是一个迭代器。但是它比迭代器对象多了一些方法，包括send()方法，throw。 方法和c1osr()方法。这些方法主要是用于外部与生成器对象的交互，具体介绍如下：

IL send()

send()方法在一定意义上和next()方法的作用是相似的，区别在于，ssd()方法需要传递 一个参数,而next()方法不能传递特定的值,只能传递None。下面,我们通过一个例子来分析 send()和next()方法的区别,具体如下:

>>> def test (): 、

…。 n = 1

。。» while n<10:

*。*•. temp=yield n

..print (temp)

.。. n+=l

使用next获取生成器中的值，代码如下：

>>> result = test ()

»> next (result)

1

>>> next(result)

None

2

>» next (result)

None

3

从上述代码可以看出，“temp = yield iT返回的值是None。

下面使用send()方法来获取，具体代码如下:

>>> result.send(\* haha1)

Traceback (most recent call last):

File °<stdin>°, line 1f in <module>

TypeError: can11 send non-None value to a just-started generator

程序报错，这是什么原因呢？这是因为第一次调用send时，send()方法传递的参数没有 yield语句来接受这个值，因此，我们不能使用send发送一个非No眼的值，否则会出错。

明确了出错原因后，可以在第一次调用的时候，使用next或者send(None)来执行，示例 如下：

»> next (result) # 也可以使用 send (None) , result.next ()等价于 result. send (None)

1

>>> result.send(\*haha1)

haha

2

>>> result.send(\*heihei')

heihei

3

2. closeO 方■法 ,

当一个生成器在永远执行的时候(while True的时候),就用到了 close()来终止它。示例 如下：

»> def test ():

... while True:

°。® yield 5value-01'

* °。 - yield ? value-02 \*

°。。 yield \* value-03 J

* \* yield. ? value-04 1

此时，调用close。方法终止生成器运行，示例如下：

>>> result = test ()

»> next (result)

5 value-01 \*

>>> result.close()

>>> next(result)

Traceback (most recent call last):

File "<stdin>H, line 1, in <module>

Stopiteration

程序执行过程如下：

(1 )执行 next(result),输出"value-01",并停留在 yield' value-02'之前。

(2 )执行result.close()终止生成器。

(3)再次执行next(result)?程序报错，因为目前生成器test已经被终止了。

3. throwOBil . :

throw。方法主要是向生成器发送异常，从而使生成器能够捕获异常，示例如下：

>>> def test ():

.。。 while True:

... try:

。。。 yield \* value-01!

yield , value-02 ?

。.. except:

.<,. print (\* the exception is here 1 )

此时，调用血ow()方法向生成器发送异常须示例如下：

>>> result = test()

>>> next(result)

1 value-01'

»> result o throw (ValueError)

the exception is here

'value-01!

程序执行过程如下：

(1 ) next(result):会输出 value-01,并停留在 yield' value-02\* 之前。

(2 )执行 resultlhrow(ValueError),会跳过所有的 try 语句,也就是说,yield5 value-021 不 会执行,直接进入到except语句,打印出uthe exception is heren ,同时,会消耗一个yield, 输出 “value-01” o

8J1S雙鐵器廬屬博赣——侧雑 —，

在函数调用时，一般都是从函数的第1行代码开始执行歹直到遇到Mtum语句、异常或者 函数结束才终止，这是之前学习的很标准的一个流程。

生成器的强大功能之一就在于它提供了协同程序，协同程序是可以运行的独立函数调用须 可以暂停或者挂起，并从程序离开的地方继续或者重新开始。同时调用者也可以向程序传入额 外的数据或者异常等，传入完毕后仍能在上次暂停的地方继续执行。

下面看一个例子，代码如下：

def test\_one():

while True:

print(v 1-~~ \*)

yield None

def test\_two():

while True:

print(f 2\_\_\_ \*)

yield None result\_one = test\_one result two = test two

while True:

resultt\_one next () result two next ()

第8章函数和函数式编程w 171 上述程序运行后，程序的执行情况是，交替循环输出下列结果：

在Python中，很多对象都可以通过f成语句直接遍历的，如列表、字符串、字典等，这些对 象都可以称为可迭代对象。至于哪些对象可以被迭代访问，这时就要了解迭代器的相关知识了。

迭代器对象要求支持迭代器协议，即实现对象的\_next\_()和\_iter\_()方法。其中， \_ita\_()方法返回迭代器对象本身身\_next\_\_()方法返回容器的下一个元素，在结尾时引发 Stopiteration异常。对于可迭代对象而言，可以使用内建函数ifer()获取它的迭代器对象。

下面看一个示例，代码如下：

>>> array = [ 1F 2 z 3]

>>> iter = iter(array)

»> iter

<list\_iterator object at 0xl020e6908> >>> iter. next ()

1

>>> iter. next ()

2

>>> iter. next ()

3

>>> iter. next ()

Traceback (most recent call last): File n<stdin>°, line 1, in <module> Stopiteration

在上述示例中，通过iter()方法获得了列表的迭代器对象，调用\_next\_()方法访问列表 的元素。当没有可访问的元素后，抛出Stoplteration异常终止迭代器。其实，当我们使用&语 句时，它会自动通过iter()方法获得迭代器，并且通过方法获取下一个元素。

实际上，每个生成器都是迭代器，通过调用具有一个或者多个yi"d表达式(在Python 25 及更早版本中的yield语句)的函数来构建生成器，同时满足迭代器的定义。

生成器是迭代器的子类型。接下来，借助于issubclass(sub? super)和i前顽ance()两个函数 进行验证，前者用来判断sub类是否为supe『类的派生类，后者用来判断一个对象是否是一个 已知的类型。

具体如下:

import collections import types def gen():yield

»>

»>

»>

>>> simple\_gen = gen()

»> isinstance(simpl㊀collections.Iterator)

True

>>> issubclass(types.GeneratorType, collections.Iterator)

True

上述示例中，直接定义了一个简单的生成器，并使用isinstance()函数查看这个生成器是不 是Iterator类型，再使用issubclass()函数查看生成器是否为迭代器的子类。通过上述结果可以 看出，生成器是一种特殊的迭代器。

go 12 标維库——内置函戮

Python内置(built-in)函数随着Python解释器的运行而创建，它们总是可用的。Python 内置的函数，按字母顺序排列的清单如表8・2所示。

表8-2 Python内置函数清单

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| abs() | delattrQ | hash() | memoryview() | set() |
| all() | dict() | help() | min() | setattr() |
| any() | dir()divmod() | hex() | next。 | slice() |
| ascii() | divmod() | id() | object() | sortedQ |
| bin() | enumerate() | input() | oct() | staticmethod() |
| bool() | eval() | int() | open() | str() |
| breakpoint() | exec() | isinstanceQ | ord() | sum() |
| bytearray() | filter() | issubclass() | pow() | super() |
| bytes() | float() | iter() | print() | tuple() |
| callableQ | fbrmat() | len() | property() | type。 |
| chr() | frozenset() | list。 | range() | vars() |
| classmethod | getattrQ | locals() | repr() | zip() |
| compileQ | globalsQ | map() | reversed() | \_\_import\_\_() |
| complexQ | hasattrQ | max() | roundQ |  |

上述内置函数中，很多函数我们已经学过，如priirt()、tiipk()等，这些内置函数是随着 Python解释器运行而创建的。在编写Python程序时,我们不需要进行定义,就可以随时调用这 些函数。

8J2J

Python内置函数的功能非常强大，在前面的学习中，我们已经学习过一些函数，这里，我 们反过头来看看之前学习过的内置函数。

•查看数据类型的函数:type()o

•查看帮助信息的函数：help()o

•获取集合长度的函数：len()o

•循环设计的相关函数:range() enumerate()o

•函数对象的相关函数:map()、filterQ^ reduce()o

®和输入输出相关的函数:input()、print()o

•不同进制转换的相关函数：bin()、hex()、oct()o

•和序列相关的函数:list。、tuple。、dict(). sort(). reverse()o

•整数之间转换的函数：int()、float(). str()、complex。。

8J2.2數寥遶寡帼美圖鐡

和数学运算相关的函数如下所示。

1 “ abs(x)

返回数字的绝对值，参数可以是整数、浮点数或复数。示例如下：

>>> abs(-5)

5

>» abs (3.14)

3.14

>>> abs(8+3j)

8.54400374531753

需要说明的是，如果参数是一个复数，那么匆bs()函数返回的绝对值是此复数与它的共轲 复数的乘积的算术平方根。

2" round(number[5 ndigits])

nnmd()函数用于对浮点数进行四舍五入求值，具体保留几位小数，以传入的ndigits参数 来控制。示例如下:

>>> round(1o134567,1)

1.1

>>> round(1。134567《4)

1.1346

ndigits参数为可选参数，当不传入时，即以默认保留0位小数进行取整，返回的是整数。 示例如下:

>>> round(1.134567)

1

ndigits参数传入0时,虽然与不传入ndigits参数一样保留0位小数进行四舍五入,但是返 回的值是浮点型。示例如下：

>>> round(1»134567^0)

1.0

nnind四舍五入时是遵循靠近0原则须所以-(X5和d5进行0位四舍五入，返回的都是0, 示例如下:

>>> round(0.5)

0

>>> round(-0.5)

0

对于浮点数求四舍五入有一个陷阱,有些四舍五入结果不像预期那样，比如round(3.565?2) 的结果是3.56而不是预期的357,这不是bug，而是浮点数在存储的时候因为位数有限，实际 存储的值和显示的值有一定误差。示例如下：

>>> round(3.565z 2)

3o56

对整数也能进行nnmd操作，返回值也是整型。示例如下:

>>>

4

»>

4

»>

4

»>

0

round(4)

round(4,3)

round(4 f 0)

round(4,-2)

3a pow(x5 y[9 z]) :

该函数的参数x、y是必选的，z是可选参数。返回的结果是x的y次蓦乘(相当于x\*\*y), 如果可选参数Z有传入值，则返回藉乘之后再对Z取模(相当于pow(x9y)%z) o示例如下：

>>> pow(37 3)

27

>>> pow(3,3,4)

3

所有的参数必须是数值类型*，*

否则会报错。示例如下:

>>> pow(27 12 s)

Traceback (most recent

File "<stdin>"r line

TypeError: unsupported

call last):

1f in <module>

operand type(s) for \*\* or pow() : \*int1 and \* str 1

如果参数x, y中有浮点数，则结果会被转为浮点数。示例如下:

»> pow (2,3.2) 9.18958683997628

>>> pow(2.1^2)

4.41

如果参数x、y都是整型须那么返回的结果也是整型，除非其中一个参数是负数，返回的 结果是浮点数。

>>> pow(2,3)

8

>>> pow(2z-3)

0.125

需要提醒的是，因为浮点型不能进行取模运算，所以'，如果返回的结果是浮点数，那么必 须省略参数Z。如果Z存在，那么X和y必须是整数，且参数y不能为负数。

4. divmod(a? b)

除法运算，参数a和b是非复数，返回的是除法结果和余数组成的元组。示例如下:

>>> divmod(10f2)

(5, 0)

如果参数a和b都是整数，相当于(部/b或者a%b),计算的结果会是整数，示例如下：

>>> divmod(10f3)

(3, 1)

如果参数有浮点数，那么等价于(mathfk)(K(a/b),a%b),示例如下：

>>> divmod(10.4^4)

(2eOr 2.4000000000000004)

5b max()函数

max()函数有两种格式：

max(iterablef \*[7 key, default])

max(argl, arg2z \*args[f key])

这个函数的功能是返回多个参数中的最大值，或者传入可迭代对象元素的最大值。在 max()函数中，可以传入命名参数k©y，其为一个函数，用来指定取最大值的方法？ default参数 用来指定最大值不存在时返回的默认值。

如果传入的参数是数值类型，那么，参数至少要传入两个参数，返回的是较大值。示例如下： >>> max(10,3/20,34,12)

34

如果传入的参数是可迭代类型，那么可迭代类型不能为空。示例如下：

>>> max([])

Traceback (most recent call last):

File "<stdin>", line 1r in <module>

ValueError: max() arg is an empty sequence

如果传入的参数只有一个，那么参数必须是可迭代类型，返回的结果是可迭代对象的最大 元素，示例如下：

»> max( [10,3,20,34,12])

34

如果传入的参数是多个可迭代类型，那么对于数值类型的元素，取大者；字符型元素，取 字母表排序靠后者，示例如下:

>>> max([1f 2 z 3], [ 3 f 2 r1])

»> max ( [1 a \ lb \ T c ? ] z [1 a \ 1 c \* z MT ]) [faS fcJ z M1 ]

如果比较的两个对象不是同一种类型，那么，原本是不能比较获取最大值的，但是，如果 此时使用可选参数key,则可以比较获取最大值了，示例如下：

»> max (1,2, 1 3 \* )

Traceback (most recent call last): File "<stdin>", line 1, in <module>

TypeError: unorderable types: str() > int()

>>> max(1z 2, '31zkey = int)

f3f

当函数传入的一个可迭代对象为空时9则必须传入参数default,用来指定最大值不存在时, 函数返回的默认值。示例如下：

>>> max([])

Traceback (most recent call last): File °<stdin>n, line 1, in <module>

ValueError: max() arg is an empty sequence

>>> max([]zdefault = 10)

10

& min()函数

min()函数有两种格式：

min(iterablef \* [, key, default])

min (argl f arg2, \*sirgs [} key])

这个函数的功能是返回多个参数中的最小值，或者传入可迭代对象元素的最小值。由于 min函数和max函数的用法基本一致，这里就不过多进行介绍了。

*7.* sum(iterable[? start])

该函数用于求和。该参数有两个要求：

1. 接收对象是可迭代类型
2. 可迭代对象所有元素类型是数值类型。

示例如下:

»> sum ( [1,2,3,4m )

21

在sum()函数中，还有一个可选参数start,表示求和之前的初始化值，如果传入的参数是 一个空的可迭代类型，那么函数会返回初始值。示例如下：

»> sum ( [1,2Z 3Z 4] z 10)

20

>>> sum([],10)

10

BJ2.3襲靈瓣應帼襲囈灘

下面是和类型转换相关的函数，具体如下：

1D ord(c)

ord()函数用于返回Unicode字符对应的整数数值，参数c是一个Unicode字符。示例如下:

»> ord (1 a !)

97

2a chr(i)

该函数的功能和ord正好相反,用于返回Unicode字符。示例如下:

»> chr ( 97)

\* a ?

需要注意的是，传入的参数值范围必须在0〜1 114 111 (十六进制为OxlOFFFF)之间， 否则将报ValueError错误。示例如下:

>>> chr (-2)

Traceback (most recent call last):

File "<stdin>"r line 1, in <module>

ValueError: chr() arg not in range(0x110000)

»> chr(1114112)

Traceback (most recent call last):

File °<stdin>n f line 1r in <module>

ValueError: chr() arg not in range(0x110000)

3b bool(M)

该函数用于返回一个Tme或者False的布尔值，参数是可选的，如果参数省略，那么返回 的值*为*Falseo示例如下:

>>> bool ()

False

>>> bool(20)

True

这里需要给大家再次申明，在Python中，除下列对象外，其余的值都为True。

-[]o

-()o

-{}。

* 0o
* None。
* 0.0。

•空字符串。

示例如下:

»> bool (口)

False

»> bool (())

False

»> bool ({ })

False

>» bool (0)

False

»> bool (None)

False

>>> bool (0 » 0)

False

»> bool ( f \* )

False

4. slice 1W

slice有两种格式:

slice(stop)

slice(starts stop[r step])

slice函数实际上是一个切片类的构造函数，它返回的是一个切片对象。参数如rt、step、 stop分别表示的是开始、步长、停止的索引。参数加rt和拊p默认值为None。示例如下：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI0AAAATAQAAAACFSbM7AAAACXBIWXMAABcSAAAXEgFnn9JSAAABCUlEQVQYlV2QsUrEQBCGFyxSXOEj5CEsLbbwQVJeaecVQQ60OMQipWUeQdAyxRYnXCNsJ3ZzYJHi0ERW2IRN8vvvxcphYYZvZvYffuXwF+mcPFTNFACNApAZxY6LyKIRbNCuVYMu9UCGHWoZNJMqhwW+0ukSNRrDjR8i9NjK4InExDqiDxgZz3GAXOAE7anKqNGLG4huQitdApVy466sX1KHPEyCT3DqDZV5X/KSPCe6j+hBPxkjRItqlKiYYVUUGoaoqnrBKxT1rbnmhwc8uyBmQxQ8ZOzOCG+dF+PjXRGN8VTvrC2v1uqRtf0m2oFvr1daWU7tkyGhE2xiWpqjX8cogWb267+rwC9j8CIYbAkPPQAAAABJRU5ErkJggg==)>>> a *= [1F 2f* 3 f 4 f 5 f 6] >>> c = slice (2 f 5) # c是一个切片对象$表示截取索引为2~5 (不包含)的元素 »> d = slice (2Z 5, 2) # d是一个切片对象，表示截取索引为2~5，步长为2的元素 »> a [b]

b是一个切片对象3表示截取索引为0~3

b = slice (3)

[lz 2, 3] >>> a[c]

[3, 4, 5] >>> a[d]

[3, 5]

& dir([object])

dir函数可以查看对象内的所有属性和方法。该函数对于Python初学者或者有经验的程序 员都是非常有用的。参数object是可选的，属于对象类型。

di『函数的参数是可选的，如果我们不传入参数，那么该函数会返回当前作用域的变量、 方法和定义的类型列表,示例如下:

»> dir ()

[' builtins

doc

loader

name

package

spec ?]

如果参数对象是一个模块，那么返回的是模块的属性、方法列表，示例如下:

>>> import math >>> dir(math)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAK8AAAANAQAAAAD3PQM9AAAACXBIWXMAABcSAAAXEgFnn9JSAAAAkUlEQVQYlV3NMQ7CMAwFUHOSXgSJIzFWCBGPjF3ZuEminoCZiZHRA0MqJbFJHZUkWJEjP33ZEEVLv8/aHOUGgj2zEFdOldcHHuXdLSn8vLxubXoZJpYJ7JnMxkHDxBzAeDHSVCyM3uM/pwQ49pwyxx2YkQrfKycBGx5WZ7fl826Bee9mnQ4Fl+HIcoLf0vbC9QvpuQj+TxNwOAAAAABJRU5ErkJggg==)

loader

name

package

spec \* s acos ? r 1acosh'z ? as in v f ? as inh 1p 1atan1f 1atan2 5 z 'atanh s 7? ceil5 f !copysign1f 'cos 1 ? cosh , 7 !degrees f r \* e 5 z 1 erf ,J erfc5 f ? exp J

expml\*f s fabs1, 1 factorial5, 1 floor1f 1fmods, 1frexp', 1fsum', \* gamma1, gcd ' , 1hypot1, !inf J'isclose ' , \* isfinite', \* isinf 5, 1isnan5z 1Idexp1z

1gamma'7 1 log ? f 'logl0 ! z ?loglp1r slog21f ? modf1f ,nan!f v pi ? f ? pow 5

radians 5, ,sin 17 5 sinh'f 1sqrt5 r 'tan', 1tanh\* f !trunc']

如果参数对象是一个类，返回的是类及其子类的属性、方法列表，示例如下：

>>> class Test:

.。。 number *= 10*

.。. word = f name 1

»> test = Test ()

>>> dir(test)

[? class

delattr

diet

dir ' r \* doc

eq \* J format \* f ' ge *，？* 1 getattribute ' ? gt \* ' hash \* init J r ? le , , ' It \* ? module J r ! ne \* , ' new ? r

reduce \* 1 reduce\_ex \* , repr v ' setattr \* ' sizeof

str \*r ' subclasshook f r ' weakref \*, \* number!f 1 word \*]

如果参数对象定义了 \_dir\_()方法，那么返回的是\_血\_()方法的结果。示例如下言

>>> class Demo:

•.. def dir (self):

return ' hello dir !

>>> demo = Demo()

>>> dir(demo) [f 、 fdJ , !1S ?1\ \*o\ rr?]

关于类对象还有属性的介绍，我们会在面向对象章节详细讲解。这里大家只需要知道 函数的参数可以传入类，返回的是类及其子类的属性方法列表即可。
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下面是和序列相关的函数，具体如下：

1. all(iterable)

用于判断可迭代对象中的元素是否都返回True,相当于下列代码：

def all(iterable):

for element in iterable:

if not element:

return False

return True

从上述代码可以看出，疝函数接收一个可迭代器对象为参数。当参数为空或者不为可迭代 器对象时，程序会报错。示例如下：

»> all (10) :

Traceback (most recent call last):

File n<stdin>n line 17 in <module>

TypeError: 1int! object is not iterable

如果可迭代对象中每个元素均为True时，返回True,否则返回Falseo示例如下：

»> all( [1,2,3])

True

如果可迭代对象为空(元素个数为0),返回True,示例如下:

»> all([])

True

2a any(iterable)

如果有一个元素是True,结果就是True,如果序列元素为空，那么返回false。相当于下 列代码：

def any(iterable):

for element in iterable:

if element:

return True

return False

该函数接收的参数必须是可迭代类型，如果不符合条件，那么程序会报错，示例如下：

»> any () #参数为空,程序报错

Traceback (most recent call last):

File °<stdin>", line 1, in <module>

TypeError: any() takes exactly one argument (0 given)

»> any(20) #参数不是可迭代类型，程序报错

Traceback (most recent call last):

File °<stdin>?,, line 1, in <module>

TypeError: \*int \* object is not iterable

■如果传入的参数是可迭代类型，并且其中一个元素的值为Tnw,那么any()函数的返回值 就是True,示例如下：

»> any ([0,1])

True

如果元素的值都为False,或者没有元素，那么any()函数的返回值是False,示例如下：

»> any ( [0, False])

False

»> any (口)

False
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下面是和类、对象、属性相关的函数，具体如下：

牝 hasattr(object5 name) 、 「 「

函数功能用来检测对象obj颈中是否含有名为nam©的属性，如果有则返回True,如果没 有返回Falseo示例如下:

>>> class Person:

... def init (selfz name):

... self.name = name

>>> p = Person(\* Jack1)

>>> hasattr(pA , name 1)

True

»> hasattr (pz ' age 1)

False

实际上§函数调用的getattr(object9name)函数，通过是否抛出AttributeErro『异常来判断是 否含有属性。

1. getattr(object? nameL default])

该函数用于从对象object中获取名称为name的属性,其作用等效于object.nameo示例如下:

»> class Person:

... def init (selff name):

".. self.name = name

»> p = Person ( ' Jack 1)

»> getattr (pz \* name \*)

\* Jack \*

>>> p。name

1 Jack ?

在getattr函数中，参数default可选，如果object中含有name属性，则返回name属性的值, 如果没有name属性,则返回default值。示例如下:

>>> class Person:

... def init (self7 name):

self . name = name

>>> p = Person(\* Jack1)

»> getattr *(pf 1* name ,)

Mack\*

>>> getattr(p^ 'age ? f18)

18

需要注意的是，在调用getattr 如果没有iw眼属性，也没有传入default,那么程序会报错。

具体如下：

>>> getattr (pf \* age \* ) # age不存在,而且没有设置default?会报错

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

AttributeError: \* Person \* obj ect has no attribute ,age ,

1. setattr(object? name, value)

该函数和getattr函数是对应的,不同的是,setattr函数用于设置对象的属性值,将object 对象的name属性设置为value值，而getatt『用于获取对象属性值。示例如下：

>>> class Person:

."。 def init (self,name):

…。 self. name = name

>>> p = Person(f Jack')

>>> p.name

'Jack \*

>» setattr (p^ v name 5 f 1 Rose ?)

>>> p.name

'Rose 5

这里需要说明的是，使用setattr object对象的属性设置值时，如果属性已经存在，那么

会对这个属性值进行更新，如果属性不存在，那么对象会新建一个属性，并对其进行赋值。

1. delattr(object? name)

该函数用于删除object对象中的name属性。示例如下:

>>> class Person:

..o def init (self7 name):

•… self o name = name

>>> p = Person(\* Jack5)

>>> p.name

Mack 5

>>> delattr (p, ' name 1) #删除p对象name属性后,再次访问会提示 name属性不存在

>>> p.name

Traceback (most recent call last): File "<stdin>° 7 line 1r in <module>

AttributeError: !Person 1 object has no attribute 1 name!

5O isinstance(object? classinfo)

该函数用于判断对象是否是类型对象的实例，object参数表示需要检查的对象，classinfo 参数表示类型对象。示例如下：

>>> class Person:

def init (self z name):

。… self . name = name

>>> class Student:

def init (self name):

*。…* self . name = name

>>> person= person(\* Jack \*)

>>> student = Student(\* Rose v )

>>> isinstance(person^ Person)

True

>>> isinstance(student^ Person)

False

如果object参数传入的是类型对象，则始终返回False。示例如下：

>>> isinstance(bool,int)

False

»> isinstance (strz tuple) False

如果参数classinfo是一个元组类型对象，object是任何类型的实例，都会返回true,否则 返回Falseo示例如下:

>>> isinstance(person,(Person,Student))

True

如果参数classinfo不是一个类型对象或者由多个类型对象组成的元组，则会引发TypeError 异常。示例如下：

»> isinstance (person^ [Person^ Student])

Traceback (most recent call last):

File n<stdin>"r line 1f in <module>

TypeError: isinstance() arg 2 must be a type or tuple of types

上述讲解的内容都是与类对象和属性相关的函数。由于类对象和属性的知识会在面向对象 章节进行专门介绍，大家不妨学完面向对象的知识后再回过头来深刻理解这些函数的用法。这 里我们只需要明确Python针对类对象和属性提供了丰富的函数即可。
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下面是和编译执行相关的函数，具体如下：

10 repr(object) . • 、.

该函数的功能与紀()类似，不同的是，函数啪()用于将对象转为可以阅读的字符串格式， 而repr用于将对象转为供解释器读取的形式。示例如下：

>>> words = ,hello itheima1

>>> str(words)

? hello itheima ?

>>> repr(words)

° v hello itheima \* °

对于一般的类型，当对应类型的对象调用冀函数时，返回的是其所属的类型和被定义的 模块，以及内存地址组成的字符串。示例如下：

>>> class Person:

•.。 def \_init\_(self, name):

self . name = name

>>> person = Person(?Jack 1)

>>> repr(person)

5 < main .Person obj ect at 0x1019e6cl8> v

如果要改变类型的Rpr函数显示信息，需要在类型中定义\_mpr\_()函数进行控制。示例 如下：

>>> class Person:

•.. def init (self, name):

•。. self.name = name

o \* . def repr (self):

.o. return (1 name 为:\* + self.name)

»> person = Person ( \* Jack ,)

>>> repr(person)

1. name 为:Jack
2. compile(source? filename, mode, flags=0, dontJnherit=False, optimize=-1) 该函数用于将source编译为代码或者AST对象，代码对象能够通过exec()或者eval()来 执行，其参数介绍如下：

* source:字符串或者AST对象，即需要动态执行的代码段。

。filename:代码文件名称。如果不是从文件读取代码，则传递一些可辨认的值，当传入了 source参数9 filename参数传入空字符串即可。

* mode：指定编译代码的种类,可以指定为“exec” “eval” “single”。当source中包含 流程语句时,model应该指定为“exec”，当source中只包含一个简单的求值表达式， model应该指定为“eval” ,当source中包含了交互式命令语句,model应该指定为“single”。

°可选参数flags和dont inherit是用来控制编译源码时的标志,可以查看PEP236文档来 了解这些参数，以及相关编译的说明。

下面看一些例子。

(1 )流程语句使用exec,示例如下:

>>> words = \* for i in range(5) :print(i) 5

>>> result = compile(words, 1? z 1 exec')

>>> exec (result)

0

1

2

3

4

(2)编译为表达式，表达式使用eval,示例如下：

>>> words = \*6\*6'

»> result = compile (str, 1 ' , 1 eval5 )

»> eval (result)

36

(3)交互式语句使用single,示例如下：

>>> wonds = , input (°请输入您的名字:")\*

>>> result = compile(words f '1r 1 single ?)

>>> exec(result) 请输入您的名字：Jack

'Jack

3a eval(expression? globals=Nones locals=None)

该函数用来动态执行一个表达式的字符串，或者compile函数编译出来的代码对象，函数 的参数介绍如下：

• expression：代表的是表达式字符串或者编译岀来代码对象的名称。

。globals：全局命名空间，指定代码执行时可以使用的全局变量以及收集代码执行后的全 局变量。

。locals：局部作用域命名空间，用来指定代码执行时可以使用的局部变量以及收集代码 执行后的局部变量。

接下来看一个例子，具体如下：

| 1 | x = | 100 |
| --- | --- | --- |
| 2 | def | func (): |
| 3 |  | y = 200 |
| 4 |  | a = eval(\* *x* + y\*) |
| 5 |  | print(s a:七 a) |
| 6 |  | b = eval(1x + y\*f |
| 7 |  | print(fb: ' b) |
| 8 |  | c = eval(\*x + y\*f |
| 9 |  | print(\* c: \* c) |
| 10 | d = | eval(!print(x, y) \*) |
| 11 | print(!d: \* d) | |
| 12 | func() |  |

{ ‘X、 1, 'y' : 2})

{成e. 1, *十:*2), {?yf: 3, \*z?: 4})

输出结果如下:

a: 300

b: 3

c: 4

100 200 d: None

上述代码的具体介绍如下：

第4行代码:evalQ函数省略了 globals和locals参数，因此,x和y的取值都是eval()函 数被调用作用域内的变量值，也就是x的值是100, y的值是200。最终，a=x+y=300。

第6彳亍代码,eval()函数提供了 globals参数,省略了 locals参数,因此locals会取globals 参数的值，即 x=l,y = 2, b = x + y = 3。

第8行代码，©V初1()函数的globals参数和locals都被提供了，那么eval()函数会先从全部 作用域globals中找到变量x,从局部作用域locals中找到变量y,即x = 1, y = 3, c = x + y = 4。

第10行代码，因为pE<)函数不是一个计算表达式，没有计算结果，因此返回值为None。

4L ®x@c(object[? globalsL locals]])

exec()函数和eval()函数类似,也是执行动态语句，只不过eval()函数只用于执行表达式 求值身而宓硕)函数主要用于执行语句块，因为exec()中的可选参数globals和locals的功能， 与eval()类似，这里就不再做介绍了。

Python还有一些其他的函数，这里我们选择其中一部分函数进行介绍，具体如下？

1 globalsO

返回当前作用域内全局变量的字典。示例如下：

>>> globals()

( ' name ' : ' main ' 7 ' loader ?:

<class s\_frozen\_importlib. Builtinlmporter ® >f ' doc ?: Nonez

f spec \* : Nonez f builtins 5 : <module \*builtins 1 (built-in) >z„ 5 package ?: None}

>>> a = 10

>>> globals () # 多了一个变量 a

! name 5 : J main \* 1 loader ?:

<class f\_frozen\_importlib. Builtinlmporter ? f ' doc \* : None7

5 a ?: 10 f 5 builtins \*: <module \*builtins1 (built-in)

! package \* : None^ ' spec ' : None}

2" localsO

其功能与globalsO函数类似，locals()函数用于返回当前作用域内的局部变量和值组成的字 典。示例如下；

>>> locals()

{ ' spec ' : Nonef \* loader ':

<class \*\_frozen\_importlib » Builtinlmporter1>z ' doc \*: None,

早 builtins J: <module \*builtins v (built-in)>f \* name 1: \* main ? package ! : None}

»> a = 10

>>> locals () # 多了一个变量 a

{ 1 spec 1 : Nonef ? loader ,:

<class rozen\_importlib o Builtinlmporter1>f 5 doc Nonez ' builtins 1 : <module fbuiltins ?' (built-in)>f

\* name v ' main \* J package \* : Nonez s a \* : 10 }

需要注意的是，locals函数返回的字典是不允许修改的。因为locals函数实际上是对局部 变量和值组成字典的复制，所以我们对它进行修改，修改的只是复制的内容，而实际的变量 并没有影响。

1. ascii(object)

返回一个字符串包含一个可打印的对象表示，如果是非ASCII字符，就会输岀\x、\u或\U 等字符。等效于Python2中的repr函数。

»> ascii (12)

r 12 v

»> ascii (97)

? 97 °

»> ascii (，中国。)

° ' Wu4e2d\\u56fd, °

4。caHable(object)

该函数用于检查对象是否可以被调用，这里指的可调用，指的是对象是否可以使用圆括号 来调用。如果可以被调用，那么返回结果是True,否则返回Fa屁。

示例如下:

>>> def func ():

.。o return !itheima'

»> f = func ()

>>> callable(func)

True

>>> callable(f)

False

在Python中，类对象都是可以被调用的对象，类的实例对象是否可以被调用，取决于类 是否定义了 —call\_()方法。示例如下:

>>> class A:

。… pass

>>> class B:

…° def call\_(self):

…. pass

»> a = A()

»> b = B ()

>>> callable(A)

True

>>> callable(a)

False

>>> callable(B)

True

>>> callable(b)

True